ITSUMO: an Agent-Based Simulator for ITS Applications
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Abstract—One way to cope with the increasing demand in transportation networks is to integrate standard solutions with more intelligent measures. This problem has been approached from different sides such as the study of the assignment of the demand in the network, and the investigation of the effects of control measures. However, given that most of these approaches are complex and deal with different levels of abstraction of the original problem, there has been few attempts to address both demand and control in a single tool. This paper presents an overview of ITSUMO, a microscopic traffic simulator whose implementation uses agent technologies with a bottom-up philosophy in mind. We give an overview of the system and some details of its modules (simulation kernel, data management, control, driver and routing, and visualization), followed by an example of its use.

I. INTRODUCTION AND MOTIVATION

The second half of the last century has seen the beginning of the phenomenon of traffic congestion. This arose due to the fact that the demand for mobility in our society has increased constantly. Traffic congestion is a phenomenon caused by too many vehicles trying to use the same infrastructure at the same time. The consequences are well-known: delays, air pollution, decrease in speed, unsatisfaction which may lead to risk manoeuvres thus reducing safety for pedestrians as well as for other drivers.

The increase in transportation demand can be met by providing additional capacity. However, this might no longer be economically or socially attainable or feasible. Thus, the emphasis has shifted to improving the existing infrastructure at the same time. The consequences are well-known: delays, air pollution, decrease in speed, unsatisfaction which may lead to risk manoeuvres thus reducing safety for pedestrians as well as for other drivers.

The increase in transportation demand can be met by providing additional capacity. However, this might no longer be economically or socially attainable or feasible. Thus, the emphasis has shifted to improving the existing infrastructure at the same time. The consequences are well-known: delays, air pollution, decrease in speed, unsatisfaction which may lead to risk manoeuvres thus reducing safety for pedestrians as well as for other drivers.

In the last years there has been some proposals for simulation platforms that are flexible enough to test ITS techniques and approaches. Some (e.g. Paramics, AISUM, VISIM, EMME2, Dracula) are based on classical models of simulation and are commercial tools. With the appearance of a new simulation paradigm – agent-based simulation – it is now possible that traffic experts and other users develop their own applications. This has been achieved at some extent (e.g. [7], [13], [16], [1], [5], [6], [15], [17]) but these tools are goal-directed meaning that they were built for (more or less) specific purposes. One of the notable exceptions is MATSim (www.matsim.org). However, MATSim’s simulation paradigm is queue-based, traffic signals are very simple, and drivers are not fully autonomous (e.g. during replanning).

Most of previously mentioned works have one or more of the following drawbacks: they are not fully agent-based; they rely on strong simplifying assumptions, they do not consider both control and assignment of demand as a whole process (except in [17] but here the integration only refers to their specific market-based approach).

Therefore there is a lack of support for traffic experts who want to implement and test their own solutions (e.g. artificial intelligence (AI) based approaches for optimization or broadcast of recommendation). These experts can neither extend commercial tools (except for some API-based modules that i) are not totally flexible and ii) represent an additional purchase cost) nor use the available free tools as these deal only with pieces of the whole problem.

This way there is still the need of an integrated platform that: be fully based on the autonomous agent paradigm of simulation; be open-source and user-friendly; consider the effects of both control measures on driver’s reasoning and vice-versa.

The present paper describes ITSUMO (Intelligent Transportation System for Urban Mobility), an open-source tool that addresses these issues. It allows the modeling of traffic actors (drivers, traffic lights, and even autonomous vehicles) as autonomous agents; it deals with short term control of traffic lights and with en route replanning by drivers; thus it permits the study of co-effects of both demand and supply. This is achieved by means of AI techniques in general and of agent-based techniques in particular.

With the increase dissemination and computing power of mobile devices, it is now possible to execute distributed AI applications for various situations: intelligent routing using algorithms that do not rely on full-knowledge: planning under constraints and restricted communication and information; distributed optimization of traffic lights. For instance, it is possible to define drivers as intelligent agents and to plug each driver model. This approach is in contrast with current models, which are purely reactive and ignore drivers’ mental states (informational and motivational data). Also, it is possible to plug reinforcement learning based control for traffic lights.

An earlier version of ITSUMO was presented as a demo in the AAMAS conference [14]. However, although ITSUMO has also been used to investigate route choice scenarios, e.g. in [3], the focus has been primarily on control. The current version was extended in the sense that it now allows...
modeling of both control measures and drivers reaction to them, as well as routing techniques. Moreover this is provided as non-commercial code and is one of the few tools that are truly agent-based (thus microscopic). As shown in the next section, the simulation kernel is responsible for handling the movement of vehicles. Other modules support the agent-based modelling of demand and supply.

In the next section details of the simulator and an overview of the main modules are given. Section III briefly revisits the main aspects by means of a case study where traffic lights adapt and where autonomous drivers can plan their routes. The last section concludes the paper.

II. DESCRIPTION OF THE SIMULATOR

ITSUMO is composed by five modules: database, the simulation kernel, control, demand (assignment and drivers’ definition), and the output module (visualization and statistics). Figure 1 shows how these modules interact.

In order to run a simulation, the topology must be stored as an XML file. After running the simulation, two optional outputs can be used: either through on-screen visualization (macroscopic or microscopic) or via dump of various data files. Other, optional, modules are the insertion and control via signal plans, and the assignment.

Figure 2 provides more details about specific functionalities that will be discussed in the next sections. As discussed below, ITSUMO allows data configuration in various ways, and also provides the basic interfaces for its extension. For example, it is possible to extend the framework adding new routing algorithms or new traffic light control methods. Currently these alternatives are as in Table I. We discuss them in the next subsections where we give details about the modules. Before, we remark that, because the simulator is extendable, the user may add its own code for both communication (e.g. between controllers and drivers), and for definition of the infrastructure (beyond the one already provided).

A. Microscopic Simulation Model and Simulation Kernel

In contrast to macroscopic models of traffic simulation (which are mainly concerned with the movement of platoons of vehicles, focusing on the aggregate level), in the agent-based paradigm each object can be described as detailed as desired, thus permitting a more realistic modeling of drivers’ behavior for instance. In the agent-based approach both travel and/or route choices may be considered, which is a key issue in simulating traffic since those choices are becoming increasingly more complex. Also, individual traffic lights can be modelled according to several approaches, from classical off-line coordination to recently proposed ones (negotiation, communication-free, via game theory, reinforcement learning, swarm intelligence, etc).

In order to achieve the necessary simplicity and performance, ITSUMO uses the Nagel–Schreckenberg cellular–automata (CA) model [9] for traffic movement (aka. Na-Sch model). In short, each road is divided in cells with a fixed length. This allows the representation of a road as an array where vehicles occupy discrete positions. The movement follows rules that represent a special form of car-following behavior. This simple, yet valid microscopic traffic model, can be implemented in such an efficient way that is good enough for real-time simulation and control of traffic.

Hence the kernel of the simulator (implemented in C++) is based on the CA model. The simulation occurs in discrete steps and is implemented as a series of updates in the vehicles’ positions in the network. Each update in a node

| TABLE I |

<table>
<thead>
<tr>
<th>topology</th>
<th>manual</th>
<th>OSM</th>
</tr>
</thead>
<tbody>
<tr>
<td>traffic light creation</td>
<td>manual</td>
<td>auto</td>
</tr>
<tr>
<td>light control</td>
<td>fix time</td>
<td>greedy</td>
</tr>
<tr>
<td>routing algorithms</td>
<td></td>
<td>Dijkstra</td>
</tr>
<tr>
<td></td>
<td></td>
<td>AARA</td>
</tr>
<tr>
<td>routing, planning and replanning</td>
<td>OD-based</td>
<td>Na-Sch + FC</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Na-Sch</td>
</tr>
<tr>
<td></td>
<td></td>
<td>congestion based</td>
</tr>
<tr>
<td></td>
<td></td>
<td>partial knowledge</td>
</tr>
</tbody>
</table>
B. Database Module

The information regarding the topology of the traffic network is stored in an XML file (see Figure 5). The database module creates, updates, and stores the static and the dynamic objects to be used in the simulation, both related to the infrastructure (supply) and to the demand. Regarding the former, the main attributes are: cartesian coordinates of intersections, streets characteristics (number of lanes, etc.); and signal plans (set of lane-to-laneset allowed movements).

Regarding the demand, the dataset stores: insertion rate of vehicles at given nodes of the network; origin and destination of drivers, etc. Here we show the attributes related to the topology only; see Figure 4. For more details about these attributes please see [14].

As indicated at the top of Table I, this kind of data can be either entered manually – via a GUI, or be imported directly from the Open Street Map (OSM, www.openstreetmap.org) via the applicative “OSM2ITSUMO” (see Figure 2). Using the former method, each component in the network (e.g. as depicted in Figure 4 for a small example) is inserted by the user. This process is time-consuming and error-prone. It can however be used for small networks. For complex or big maps, the alternative is to use the latter method.

Because the XML format used in OSM is different from the one used in ITSUMO, we provide a parser to get the necessary data from OSM. The user just has to select the portion of the OSM map s/he wants to use (typically a bounding box as in Figure 3), export this to an XML (in OSM format), and run the parser. The output is then a new XML in the ITSUMO format (i.e. nodes, streets, sections, lanesets, and lanes are created with their corresponding attributes).

It is important to remark that most of the streets in OSM have a tag to classify them (motorway, primary, secondary, residential, etc.). Thus, our parser can import streets that match one or more of these tags. For instance it is possible to import just the main arterials present in an OSM map, or all links, or links in any other degree of abstraction. Hence, by importing OSM maps (in different abstraction levels), ITSUMO permits the use of real-world maps.

Similarly to the definition of the network topology, there are two ways to create signal plans in ITSUMO (notice however that the latter is optional; the simulation can be run without defining traffic lights and corresponding plans).

As indicated in Table I, plans can be created manually and automatically. In the former, the user is requested to enter the full definition of all signal plans for each signalized intersection. Figure 6 depicts the GUI provided for creation/edition. For each plan, phases must be defined (using the mouse to connect incoming lanes to outgoing lanesets), their cycle times, and splits (not shown). This is again time-consuming. If the network has too many signalized intersections, ITSUMO’s automatic signal plan generator can
be used. The user has to inform the cycle time, which will be split equally among all defined movements. This of course generates only one, simplified, plan. However, users can edit the plan (using the same GUI used for manual edition) and modify it as desired.

The database also stores other objects such as sources, sinks, turning probabilities, etc. Due to lack of space we refer the reader to [14].

C. Control: Traffic Light Agent Module

In ITSUMO the control of traffic lights is implemented and executed via traffic light agents. These can control one or more intersections, using the same kind of control method or different ones. This is so because each agent is independent i.e. decides its own action taking into account the information available and using its own algorithm. Notice however that the information available may come from other traffic light agents so that it is not the case that each agent uses exclusively local information. In summary, traffic light agents may be heterogeneous and handle congestion in different ways.

Some basic classes for creating traffic light agents (“TL Agents” in Figure 2) have been implemented in order to facilitate the development of traffic controllers. These agents are organized in a data structure that is kept separated from the simulator. Thus, the user does not need to manipulate the kernel code. Moreover if any user wishes to code its own control method, this can be easily done.

A communication is established between the agents and the kernel using sockets. This permits the exchange of information about traffic status and control actions. The former can be e.g. number of stopped vehicles, density, speed etc. of the lanes under control by the given agent. The agent can then send a control action back to the simulation kernel (normally this control action is the number of the signal plan that the should be run at a given intersection).

These control actions can be implemented by the user as desired. So far we provide the following control methods: fixed time (i.e. only one signal plan is used and no change is made so that in fact no control is actually performed); greedy (gives priority – i.e. more green time – to the phase with more congested approaching lanes); and reinforcement learning based approaches (e.g. Q-learning). For more details about our previous uses of these approaches we refer the reader to [4] (greedy) and [2], [11], [12] (use of Q-learning). Other methods already tried were swarm-intelligence [10] and reinforcement learning with function approximation [18].

D. Demand Assignment and Driver Definition Module

1) Routing: Demands are normally represented by an OD (origin-destination) matrix that results from some survey or other kind of measurement of demand. ITSUMO can also generate synthetic demands (see “OD Matrix” in Figure 2). This can be done assigning either uniform probabilities to all nodes or to a set of selected nodes, or specific origin and destination probabilities to selected nodes. In the latter, node A for instance may originate 20% of the trips and collect 5% of them, while node B originates, say, 2% and collects 30%

For each trip, a vehicle is generated and a route is assigned. This is in sharp contrast with the basic Na-Sch model where vehicles are treated as individual particles without a route. Rather, they are routed at each intersection with a probability to turn left, right, or continue in the same street.

So far ITSUMO has basically allowed the creation of vehicles as Na-Sch particles, or provided a GUI to define route for only a handful of routes, those that were assigned to the so-called “floating cars” (FC). This process of route definition was manual and could not be done for many vehicles.

With this new version, to generate routes for vehicles, ITSUMO can use various algorithms as shown in the third block of Table I. For example, ARA* stands for Anytime Repairing A* [8], a heuristic search algorithm; the third is a dynamic shortest path algorithm that uses dynamically changing quantities (e.g. traffic volume) as links'weights.

No matter the algorithm used, the routing can be done either in a centralized way (e.g. routes are computed in a centralized manner and are assigned to vehicles), or in a decentralized way. The centralized case is trivial and is performed as commonly used in commercial simulators: given an OD matrix, an algorithm computes routes for each driver, simulates the journeys, and performs further re-assignments until an equilibrium is found.

In the decentralized case, there is a de-coupling vehicle-driver because this allows the specification of several classes of drivers’ behavior (“Drivers” in Figure 2). Here, the driver computes its own route based on a given strategy and on local knowledge. Therefore we refer to this as planning and discuss it in the next subsection.

2) Driver Definition: Modeling drivers’ behavior can be approached in different ways, depending on the purpose of the simulation. In some cases, the objective is to simulate the collective or macroscopic behavior. However, this behavior emerges out of individual ones. Simple algorithms, like the CA model, can be used to describe the movement of vehicles. However, this model does not provide support for modeling...
more sophisticated driver behaviors such as those based on route planning or en-route decision, which is appealing to AI practitioners.

Next, the recent extensions that were made to ITSUMO in order to allow the definition of classes of drivers are discussed. This discussion concentrates here on two aspects: the pre-journey planning and the en-route (re-)planning.

The centralized assignment discussed in the previous section works only to the extent that the full rationality assumption is considered: drivers want to maximize their individual utilities. This econometric model considers neither bounded-rationality nor individual preferences. However it is a relatively strong assumption that drivers know the whole traffic network, not to speak about the traffic status of each link at each moment. The first assumption can only be accepted if all drivers are known to have GPS-based devices to guide them. The second (accurate, instantaneous knowledge of the status of each link) is still far from reality. Even when this is deployed, it is questionable whether drivers can indeed process all the information. Therefore the centralized routing only addresses macroscopic investigations e.g. those that are carried out for urban planning purposes. It is not efficient to model real behavior of individual drivers.

In the decentralized route computation, it is assumed that the driver itself will plan its journey, given its (partial) knowledge of both the traffic network and of the current traffic status.

ITSUMO has a series of methods to allow the implementation of routing at the driver level. So far, without need of further coding, it is is possible to use the algorithms that are mentioned in Table I, both in centralized and decentralized variants. Of course, in the latter case, links’ weights may differ from driver to driver as they are local perceptions.

3) Drivers and En-Route Replanning: One of the features of an autonomous driver is its ability to replan during the trip when facing congestion. In classical centralized approaches, this is hard to do due to the fact that each driver may have its own replanning strategy, own knowledge about traffic status, as well as own preferences and idiosyncrasies. In order to facilitate these definitions, ITSUMO allows each class of driver to have its own profile.

In Table I (last block) we show the possibilities for en-route replanning. One possibility is the trivial Na-Sch rerouting of vehicles but here there is actually no planning because this vehicles are treated as particles that are randomly re-routed.

The actual replanning, the one that happens autonomously at driver’s level is based on driver’s perception of the congestion level. So far we assume that drivers only have local perception and hence partial knowledge of the traffic status. However, the simulator is prepared to deal with situations in which drivers have full knowledge.

En-route replanning can be done using one of the algorithms mentioned. In all cases, driver will compute a new route from the point where s/he starts to replan to the destination. If dynamic shortest path algorithms are used, then the current traffic status of the known links are used. For unknown links, the length is used instead.

This means that when a driver arrives at a link $e^i \in P^j$, where $P^j$ is the initially computed route of vehicle $j$, s/he evaluates how delayed s/he is when compared to the expected time. If the current time step is $\tau$ times higher than the expected time step, than the driver replans the route. Besides, the exact portion $\delta$ of the route where the driver considers replanning is also configurable. More anxious drivers will start replanning sooner. Therefore $\delta$ and $\tau$ (among other factors) define different classes of drivers. At the end of the simulation, one can evaluate the performance of each class of driver and compare these.

E. Output Module: Statistics and Visualization

Sensors and detectors are used to collect information that is displayed during the simulation. Thus, sensors collect all sorts of information about the scenario being simulated, such as the lane occupation rate, the average vehicle speed in a street, in/out flow of vehicles in a specific lane set, etc.

The simulation output can be formatted according to the user needs. The most usual formats are the “cell map” and the “laneset occupation map”. The former indicates which portions of the lane are occupied by which vehicle, providing the most detailed output possible. On the other hand, the “laneset occupation map” is a high-level output which specifies the rate of occupation (density) for each laneset in the network.

Users can visualize the simulation either in a macroscopic or in microscopic level (individual vehicles). Both can be seen in Figure 7 where the small figure at top left shows the microscopic visualization of one intersection. At a macroscopic level, the visualization considers only data that reflects the overall behavior of the network, providing an useful tool to capture the big picture of what is happening in a specific scenario. The microscopic level provides an interface through which one can see individual vehicles movement. A third kind of visualization is a plot of a subset of the vehicles route over a map using Google Maps.


### Table II

<table>
<thead>
<tr>
<th>Nb. of Vehicles</th>
<th>Time for all vehicles to reach their destination (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>No light</td>
</tr>
<tr>
<td>2000</td>
<td>600</td>
</tr>
<tr>
<td>2500</td>
<td>900</td>
</tr>
<tr>
<td>3000</td>
<td>&gt;3600</td>
</tr>
<tr>
<td>3500</td>
<td>&gt;3600</td>
</tr>
</tbody>
</table>

III. Case-Study: Aggregating Intelligence to Traffic Simulation

In order to illustrate the use of ITSUMO with new facilities for demand handling, we discuss a case study. This deals with the city of Porto Alegre (30°05′S, 51°10′W) in Brazil (Figure 3). The downtown part of the city was selected and exported from OSM and parsed to ITSUMO format using "OSM2ITSUMO". We discuss scenarios with and without traffic lights. When these are present, the signal plans were generated automatically using cycle length of 60 seconds, with uniform green time for all phases. Thus if an intersection has only two phases, each receives 30 seconds, with uniform green time for all phases. Thus if an intersection has only two phases, each receives 30 seconds of green time. The traffic light agent runs a greedy strategy that increases this split for the most congested approach (and decreases the same proportion for the other approach).

Overall, that area of the city comprises 159 nodes (96 having traffic lights), 225 links totaling 39K meters, and we have varied the number of vehicles from 2K to 3.5K. We remark that since each cell has 5 meters, the network holds up to approximately 8K vehicles. For the purpose of illustration we have simply assumed that the demand is uniformly distributed among all nodes. Other simulation parameters are: unless mentioned, the number of simulation steps is 3600; the cell size is 5 meters; and the maximum speed is 3 cells per simulation step (roughly 54 km/h).

We discuss next a simple example where drivers plan their routes using the Dijkstra algorithm taking the length of the link as weight. Although the simulator allows the output of the load of all links in order to generate histograms of links usage, here we just show the time necessary for all vehicles to arrive at their destinations, for the situation without traffic lights, with traffic lights and fixed time plans, and with greedy control (Table II). For the case with traffic lights, due to delays, the trips take longer and hence the simulation time was raised to 6000 time steps.

One sees that with a occupancy of roughly 50% (which is very high given that it refers to the whole network) many drivers do not arrive to their destinations within the simulation horizon. When traffic lights are included, all drivers arrive even if, for low volume, trips take longer on average. This happens because the signal timings are fixed (uniform split for all approaches) causing unnecessary delays. When greedy adaptive signal plans are considered, the situation improves significantly as the trips take less time and all drivers quit the simulation before its end.

This simple, yet valid scenario, was given just for the sake of illustration of the use of the simulator, and to show what kind of results one may extract. It is not the purpose here to make comparisons with other tools, even because most of them do not allow, for instance, en-route replanning.

To give an idea of scalability, we remark that we have also run simulations that cover the whole city of Porto Alegre. In this case we did not include all intersections and all streets, just the main arterials. These arterials however can hold around 100K drivers.

IV. Conclusion

This paper has presented ITSUMO, an open source microscopic traffic simulator that allows modeling of individual drivers or classes of drivers along with the implementation of different signal control strategies.

We plan to extend ITSUMO to consider other kinds of information such as those related V2V communication and information providing via internet and/or mobile phone in order to compare the performance of informed versus non-informed drivers.
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