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Abstract. Latency and cost of Internet-based services are encouraging the use of application-level caching to reduce the user-perceived latency and Internet traffic, and improve the scalability and availability of origin servers. However, this type of caching typically depends on specific details of the application and is designed and implemented in an ad-hoc way. Moreover, it is often tangled and spread all over the code. Although a well designed and implemented cache can achieve desired non-functional requirements, application performance may decay over time due to changes in the application domain, workload characteristics and access patterns, thus requiring constantly tuning the cache settings to cope with the changing dynamics of the domain, which implies extra time dedicated to maintenance. This work addresses these challenges imposed to developers by proposing a new framework to implement application-level caching, which aims to detach cache concerns from application code while leveraging application specificities to adapt cache to gradual changes at runtime.
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1. Introduction
Dynamically generated web content represents a significant portion of web requests, and the rate at which dynamic documents are delivered is often orders of magnitudes slower than static documents [Ravi et al. 2009]. To continue satisfying users’ demands and also reducing the workload on content providers, over the past years many optimization techniques have been proposed. The ubiquitous solution to this problem is some form of caching [Podlipnig and Bőszörményi 2003]. Recently, latency and cost of Internet-based services are driving the proliferation of application-level caching, which can decrease the user perceived latency, and improve the scalability and availability of origin servers. Therefore, this type of caching has become a popular technique for enabling highly scalable web applications.

Despite its popularity, the implementation of application-level caching is not trivial and demands high effort, since it is typically implemented in an ad hoc way. It involves four key challenging issues: determining what data should be cached, when the data selected should be cached or evicted, where the cached data should be placed, and how to maintain the cache efficient. The main problem is that solutions for these issues usually depend on application-specific details and are manually designed and implemented by developers, which is time-consuming, error-prone and, consequently, a common source of bugs [Ports et al. 2010, Gupta et al. 2011]. Moreover, maintenance is compromised because caching logic is tangled with the business logic, and spread all over the code.

Although a well designed and implemented cache can achieve desired non-functional requirements, application performance may decay over time due to changes in the application domain, workload characteristics and access patterns. Thus, to leverage caching to improve application performance, it is required a frequent adjust of caching decisions, which implies extra time dedicated to maintenance [Radhakrishnan 2004]. This shortcoming motivates the need for adaptive caching solutions, which could automatically improve themselves to cope with the changing dynamics of the application while minimizing the challenges it poses for developers.

In Section 2 we give background on application-level caching and describe our problem. We describe research question and goals in Section 3, then present an overview of the proposed seamless and adaptive caching solution in Section 4. We describe the work in progress and outcomes expected from this study in Section 5. Finally, we discuss related work in Section 6 and, in Section 7, we conclude.

2. Background and Problem Statement
Figure 1(a) illustrates an example where an application-level cache is used to lower the application workload. First, the application receives an HTTP request (Step 1) from the web infrastructure. This HTTP request is eventually treated by an application component called M1, which in turn depends on M2. However, M2 can be an expensive operation (i.e. request the database, call a service or process that deals with a large amount of data). Therefore, M1 explicitly implements in M1’s code a caching layer, which verifies whether the necessary processing is already in the cache before calling M2 (Step 2), as shown in Figure 1(b). Then, the cache component performs a look up for the requested data and returns either the cached result or a not found error (Step 3). If data is found, it means a cache hit and M1 can continue its execution without calling M2. If, however, a not found
error is returned, it means a cache *miss* happened, then M2 needs to be invoked (Steps 4 and 5). The newly fetched result of M2 can be cached to serve future requests faster (Step 6) and eventually a response is sent to the user (Step 7).

As already discussed in the introduction, the development of application-level caching involves four key issues: determining *how*, *what*, *when*, and *where* to cache data. The first issue is related to the fact that the cache system and the underlying source of data are not aware of each other, as illustrated in Figure 1(a). The implementation and maintenance of application-level caching are thus a challenge because its direct management leads to a concern spread all over the system—mixed with business code—which leads to increasing complexity and time of maintenance, as presented in Figure 1(b). Furthermore, the extra logic also requires additional testing and debugging time, which can be expensive in some scenarios. Moreover, web applications are usually not conceived to use caching since the beginning. As the system grows, complexity or usage analysis are performed and may lead to requests for improvements. Thus, developers must refactor data access logic to encapsulate cache data into the proper application-level object. This on-demand and manual caching process can be very time-consuming, error-prone and, consequently, a common source of bugs [Wang et al. 2014].

The second and third issues refer to deciding the right content to cache and the best moment of caching or clearing the cache to avoid cache thrashing and stale content. These decisions involve (a) choosing the granularity of cache objects, (b) translating between raw data and cache objects, and (c) maintaining cache consistency, which might not be trivial in complex applications. The last issue is related to the maintenance of the cache system, which involves concerns such as determining replacement policies and cache size.

### 3. Research Question and Goals

Given the issues of application-level caching (hereafter referred to simply as “caching”) mentioned in introduction, our research question consists of *how to seamlessly support developers in integrating caching concerns into the web applications and leverage application-specific information to achieve an adaptive cache management?*

This work addresses the challenges imposed on developers in the context of a new seamless and adaptive framework to detach caching concerns from the application
and adapt the cache management to gradual changes at runtime. Such adaptive solution would require minimal effort and input from developers, letting the caching abstractions decide the granularity of caching as opposed to providing a simple key-value store that developers must manually manage and tune when a supposed bottleneck is detected. In addition, it aims at an optimal utilization of the infrastructure, in particular of the caching system.

4. Proposed Approach

Our approach is composed of two key parts: a meta-model for obtaining application-specific information, and a runtime control loop to deal with caching concerns. The meta-model will capture declarative information about the cache and application, which will give hints to the autonomic system that in turn manages the cache at runtime autonomously. Figure 2 presents our approach, consisting of two complementary asynchronously running cycles: (a) a proactive (offline) model building, which monitors and analyzes the behavior of the application at runtime leveraging information from the meta-model instance, and (b) a reactive (online) model applying, responsible for executing adjustments accordingly to meet certain desirable objectives. Static or dynamic information about the underlying system is acquired through a seamless caching framework, which is being implemented using Aspect-oriented Programming (AOP) to provide separation of concerns.

To evaluate our proposed solution, we will perform a comparative analysis of
caching approaches: (a) manually designed and implemented by developers in existing open-source web applications (baseline), and (b) such applications with the proposed seamless and adaptive approach (without the originally implemented caching concerns). These caching setups will be evaluated regarding well-known cache metrics such as latency saving ratio and hit ratio, which will be measured by the execution of synthetic workloads, generated based on parameterized and empirical distributions.

5. Preliminary Results and Expected Contributions

An essential step towards such seamless and adaptive approach is to understand, extract, structure and document the application-level caching knowledge implicit and spread in existing web applications. Given this context, we performed a qualitative study, which involved the investigation of ten web applications (open-source and commercial) with different characteristics, to identify patterns and guidelines to support developers while designing, implementing and maintaining application-level caching. This qualitative research reveals that developers made use of supporting libraries and frameworks in order to prevent code tangling and raise the abstraction level of caching. Such supporting components are distributed cache systems and libraries that can act locally. Despite there are existing tool-supported approaches that can help developers to implement caching with minimal impact on the application code, cache decisions such as determining cacheable content and the right moment of caching or clearing the cache content are still designed and maintained manually, based on common sense, development blog consults, or online searches for tips.

These remaining issues motivate our adaptive application-level caching approach, which initially focuses on identifying and caching important methods (i.e. methods that would improve application performance if cached). The knowledge and metrics to distinguish important from less important methods were also derived from our qualitative study. In summary, the expected contributions of this work are: (a) a caching approach focused on integrating caching into web applications in a seamless and easy way, (b) a framework that detaches caching concerns from application code, and (c) an approach that provides an adaptive performance-driven selection and management of cacheable content by leveraging application-specific information captured in a meta-model.

6. Related Work

[Ports et al. 2010] and [Gupta et al. 2011] address implementation issues by providing high-level caching abstractions, in which developers can designate cacheable content, and the proposed system automatically caches and invalidates data. Aspect-oriented programming, which aims to increase modularity by allowing the separation of cross-cutting concerns, have been shown as an option to ease the caching implementation [Bouchenak et al. 2006]. Furthermore, popular web frameworks such as Spring Framework\textsuperscript{1} and Rails\textsuperscript{2} already provide solutions to help developers with caching implementation issues.

Although these approaches can raise the abstraction level of caching and prevent adding much cache-related code to the base code, their limitation is that they still require

\textsuperscript{1}http://docs.spring.io/spring/docs/current/spring-framework-reference/html/cache.html
\textsuperscript{2}http://edgeguides.rubyonrails.org/caching_with_rails.html
reasoning about caching to decide whether to cache or not content. Our approach can minimize this problem by discovering cacheable spots, based on dynamic monitoring and analysis of the application and cache behaviors. [Della Toffola et al. 2015] addressed the identification of caching opportunities. Based on an analysis of profiling logs and pre-defined thresholds, the proposed approach identifies and suggests performance fixes (i.e. caching opportunities). However, developers should review the suggestions and refactor the code manually, inserting cache logic into the application.

These are static caching strategies, which may become less efficient in the light of unpredicted or unobserved workloads or access patterns. To supply these limitations, automatic and intelligent caching approaches have been proposed to dynamically configure strategies like admission and replacement policies [Podlipnig and Bőszörmenyi 2003, Ali et al. 2011]. However, these proposed methods mainly address the context of web pages (at proxy level), providing good results in general but are less efficient where complex logic and personalized web content are processed within the application [Wang et al. 2014]. Nevertheless, these approaches can still inspire and provide insights to application-level caching adaptation.

Adaptive approaches towards application-level caching have been proposed to leverage replacement algorithms [Ma et al. 2014, Negrão et al. 2015], consistency management [Pohl 2005, Huang et al. 2010], and admission policies [Einziger and Friedman 2014]. Some approaches [Radhakrishnan 2004, Hu et al. 2015] focus on the cache infrastructure by exploring the size and fault-tolerance adaptations in cache servers. Even though these approaches focuses on providing adaptations at application-level caches, none of them takes into account application specificities to autonomously manage their target. Thus, they ignore cache meta-data expressed by application-specific characteristics, which are closely related to application computations. Consequently, caching design, implementation and maintenance shortcomings call for new methods and techniques, which can support developers to reach a good trade-off between cache development and application performance, leveraging application-specific details.

7. Conclusion

Our work focuses on supporting developers while designing, implementing and maintaining application-level caching in their applications. We expect to provide a better overall experience with caching for developers by automatically monitoring a web application and adapting the caching logic according to the changing dynamics. This work is the first step towards a context-aware approach that can manage the cache and application adaptively, minimizing the reasoning required from developers while reaching an optimal performance of the caching service on time.
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