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ABSTRACT
Multi-agent System Product Lines (MAS-PLs) have emerged to integrate software product lines (SPLs) and agent-oriented software engineering techniques by incorporating their respective benefits and helping the industrial exploitation of agent technology. In this paper, we present a new approach for modeling MAS-PLs, focusing on the domain analysis stage. Our approach is based on PASSI methodology and incorporates some extensions to address agency variability.

Categories and Subject Descriptors
D.2.13 [Software Engineering]: Reusable Software; I.2.11.d [Artificial Intelligence]: Multiagent systems

General Terms
Multi-agent Systems Product Lines
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1. INTRODUCTION
Software agents have become a powerful technology to help on the development of distributed complex applications. Several methodologies have been proposed in order to allow the development of Multi-agent Systems (MASs). However, most of them do not take into account the adoption of extensive reuse practices that can bring an increased productivity and quality to the software development.

Software product lines (SPLs) [1] have emerged as a new trend of software reuse investigating methods and techniques in order to build and customize families of applications through a systematic method. Recent research [7, 3] has explored the integration between SPL and MAS. The aim of these new approaches is to integrate SPL and agent-oriented techniques by incorporating their respective benefits and helping the industrial exploitation of agent technology. Nevertheless, these approaches use a SPL perspective for particular purposes and do not address the development of SPLs to derive MAS [6].

In this context, this work presents an approach for modeling MAS-PLs, focusing at the domain analysis stage. We propose an approach that extends PASSI [2], an agent-oriented methodology, to support the management of SPL variabilities. PASSI provides a useful way for specifying a MAS, although it considers the development of single systems.

2. APPROACH OVERVIEW
In this section, we present our approach for modeling MAS-PLs, based on the PASSI methodology. Due to the lack of expressivity for documenting variability, we propose extensions to document agency features.

PASSI (Process for Agent Societies Specification and Implementation) [2] is an agent-oriented methodology that specifies five models with their respective phases for developing MASs. The domain analysis stage corresponds to the System Requirements Model, which generates a model of the system requirements in terms of agency and purpose. PASSI methodology is designed for developing single systems, therefore we had to adapt it to express variability.

2.1 Feature Modeling
Feature modeling is an important activity in SPLs. It is the activity of modeling the common and variable properties of concepts and their interdependencies. The features are organized into a coherent model referred to as a feature model, which specifies features as a tree, indicating mandatory, optional and alternative features.

Besides the feature model, constraints express the feature interdependencies.

2.2 Domain Requirements Description
In this phase, we make a functional description of the system composed of a hierarchical series of use case diagrams. In order to enable the variabilities modeling, we have adapted these PASSI diagrams using the PLUS [4] method notation. In the PLUS approach, stereotypes are used to indicate if a use case is mandatory (kernel), alternative or optional.

Besides the stereotypes, we also colored the use cases to indicate which feature they are related to. This indication is...
used in all artifacts. However, we also provide another view to the use cases to better express this relation: we grouped them into features with the UML package notation, as PLUS proposes. In addition, we have adopted the \texttt{<<agency feature>>} stereotype to indicate that the use cases of a specific package is related to an agency feature.

2.3 Agent Identification

The input of this phase are the use case diagrams generated in the Domain Requirements Description phase. Responsibilities are attributed to agents, which are represented as \texttt{<<agent>>} stereotyped UML packages. PASSI methodology considers that all functionalities of the system are performed by agents. Agents are entities that usually presents autonomy and pro-activeness, so only the functionalities that have these characteristics need to be performed by agents. Thus, the use cases that are into a UML package stereotyped with \texttt{<<agency feature>>} will be considered to be performed by an agent.

2.4 Role Identification

In this phase, all the possible paths, a scenario of interacting agents working to achieve a required behavior of the system, of the Agents Identification diagram are explored. The agent interactions are expressed through sequence diagrams. Usually, each scenario corresponds to only one feature of the system. For these cases, a feature dependency table to map sequence diagrams to each feature is enough. However, there are some features that impact another feature. We say that the feature crosscuts the other. The solution that we found for this problem is the use of UML 2.0 frames to express optional and alternative paths.

2.5 Task Specification

In this phase, activity diagrams are used to specify the capabilities of each agent. In these diagrams, we have made three adaptations, some of them were already adopted in other diagrams: (i) instead of drawing only one diagram per agent, we split the diagram according to the features; (ii) use of UML 2.0 frames to show different paths when there is a crosscutting feature; (iii) a colored indication showing with which feature the task is related to. The main objective of these adaptations is to provide a better feature modularization and traceability. Splitting the diagram in the way we proposed allow the selection of the necessary diagrams during the application engineering according to selected features.

3. DISCUSSIONS

In this section, we present and discuss some lessons learned while modeling agency features in MAS-PLs and challenges that we still have to face.

\textbf{Integration of SPL techniques with existing Multi-agent Methodologies.} Several MAS methodologies have been proposed, whose purpose is building agent-based systems; however each has its own unique perspective and approach to developing MASs. PASSI was chosen as the base of our approach because it integrates concepts from object-oriented software engineering and artificial intelligence approaches. It uses an UML-based notation, facilitating the incorporation of notations already proposed for SPLs [4].

\textbf{Explicit Separation of the Modeling and Implementation of MAS Features from other Technologies.} MAS methodologies usually propose to distribute all the system functionalities among agents. We claim that SPL features that do not take advantage from agent technology can be modeled and implemented using typical programming techniques. In our approach, we adopted the \texttt{<<agency feature>>} stereotype to indicate features that present autonomous or pro-active behavior and should be modeled using agent abstraction. This let us use the several technologies that exist for improving the development of web applications.

\textbf{Crosscutting agency features.} Crosscutting features have their design and implementation typically spread and tangled along different system modules. Our approach do not provide clear support to deal with the documentation of these crosscutting features, however we are currently investigating how existing aspect-oriented approaches can help the visual documentation of the agency features. We already have some results in this direction, by investigating agency features modularity [5].

4. CONCLUSIONS AND FUTURE WORK

In this paper, we presented an approach for modeling MAS-PLs at the domain analysis stage. Our approach is based on PASSI methodology, which supported the specification of software agents. We have extended this methodology to address agency variabilities in SPLs. An important phase that needs to be added in the methodology is the feature modeling, which is the activity that identifies the SPL common and variable features. In addition, we have extended the PASSI notation, using stereotypes to indicate the variable abstractions and components of the systems. Since PASSI is based on the UML notation, it allowed us to adopt notations from PLUS, an existing SPL approach. We have discussed some important topics that arose from our study, such as the use of object-oriented techniques in agent-based applications and the need of a clear support for crosscutting features.
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